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# Problem Statement

This project requires you to understand what mode of transport employees prefers to commute to their office. The attached data includes employee information about their mode of transport as well as their personal and professional details like age, salary, work exp. We need to predict whether or not an employee will use Car as a mode of transport. Also, which variables are a significant predictor behind this decision.

# Problem Objective

We need to predict whether or not an employee will use Car as a mode of transport. Also, which variables are a significant predictor behind this decision.

# 1. Exploratory Data Analysis

## 1.1 Installing the required packages

#install.packages("DataExplorer")  
#install.packages("car")  
#install.packages("dplyr")  
#install.packages("caTools")  
#install.packages("ROCR")  
#install.packages("e1071")  
#install.packages("mlbench")  
#install.packages("lars")  
#install.packages("elasticnet")  
#install.packages("LiblineaR")  
#install.packages("kknn")  
#install.packages("klaR")  
#install.packages("ppcor")  
#install.packages("fastDummies")  
#install.packages('DMwR')  
#install.packages('gbm')  
#install.packages('xgboost')  
#install.packages("ipred")  
#install.packages("rpart")

## 1.2 Data loading

setwd("D:/R Progms")  
  
car.d = read.csv("Cars.csv")  
  
head(car.d, 10)

## Age Gender Engineer MBA Work.Exp Salary Distance license Transport  
## 1 28 Male 1 0 5 14.4 5.1 0 2Wheeler  
## 2 24 Male 1 0 6 10.6 6.1 0 2Wheeler  
## 3 27 Female 1 0 9 15.5 6.1 0 2Wheeler  
## 4 25 Male 0 0 1 7.6 6.3 0 2Wheeler  
## 5 25 Female 0 0 3 9.6 6.7 0 2Wheeler  
## 6 21 Male 0 0 3 9.5 7.1 0 2Wheeler  
## 7 23 Male 1 1 3 11.7 7.2 0 2Wheeler  
## 8 23 Male 0 0 0 6.5 7.3 0 2Wheeler  
## 9 24 Male 1 0 4 8.5 7.5 0 2Wheeler  
## 10 28 Male 1 0 6 13.7 7.5 1 2Wheeler

View(car.d)  
  
table(car.d$Gender, car.d$license)

##   
## 0 1  
## Female 114 7  
## Male 219 78

## 1.3 Checking for Missing values

library(DataExplorer)

## Warning: package 'DataExplorer' was built under R version 3.6.1

plot\_missing(car.d)
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# We find the presence of NA values in the MBA variable alone from the below plot  
  
car.d = na.omit(car.d)  
# We have omited the one data entry that has an NA value in MBA.  
# Now we have 417 observations in total

## 1.4 Data structure

str(car.d)

## 'data.frame': 417 obs. of 9 variables:  
## $ Age : int 28 24 27 25 25 21 23 23 24 28 ...  
## $ Gender : Factor w/ 2 levels "Female","Male": 2 2 1 2 1 2 2 2 2 2 ...  
## $ Engineer : int 1 1 1 0 0 0 1 0 1 1 ...  
## $ MBA : int 0 0 0 0 0 0 1 0 0 0 ...  
## $ Work.Exp : int 5 6 9 1 3 3 3 0 4 6 ...  
## $ Salary : num 14.4 10.6 15.5 7.6 9.6 9.5 11.7 6.5 8.5 13.7 ...  
## $ Distance : num 5.1 6.1 6.1 6.3 6.7 7.1 7.2 7.3 7.5 7.5 ...  
## $ license : int 0 0 0 0 0 0 0 0 0 1 ...  
## $ Transport: Factor w/ 3 levels "2Wheeler","Car",..: 1 1 1 1 1 1 1 1 1 1 ...  
## - attr(\*, "na.action")= 'omit' Named int 243  
## ..- attr(\*, "names")= chr "243"

# We have 2 existing factor variables (Gender and Transport) and the rest being integer and numeric variables. Later we can convert a few other columns into factor variables.  
  
summary(car.d)

## Age Gender Engineer MBA   
## Min. :18.00 Female:120 Min. :0.0000 Min. :0.0000   
## 1st Qu.:25.00 Male :297 1st Qu.:1.0000 1st Qu.:0.0000   
## Median :27.00 Median :1.0000 Median :0.0000   
## Mean :27.33 Mean :0.7506 Mean :0.2614   
## 3rd Qu.:29.00 3rd Qu.:1.0000 3rd Qu.:1.0000   
## Max. :43.00 Max. :1.0000 Max. :1.0000   
## Work.Exp Salary Distance license   
## Min. : 0.000 Min. : 6.50 Min. : 3.2 Min. :0.0000   
## 1st Qu.: 3.000 1st Qu.: 9.60 1st Qu.: 8.6 1st Qu.:0.0000   
## Median : 5.000 Median :13.00 Median :10.9 Median :0.0000   
## Mean : 5.873 Mean :15.42 Mean :11.3 Mean :0.2038   
## 3rd Qu.: 8.000 3rd Qu.:14.90 3rd Qu.:13.6 3rd Qu.:0.0000   
## Max. :24.000 Max. :57.00 Max. :23.4 Max. :1.0000   
## Transport   
## 2Wheeler : 83   
## Car : 35   
## Public Transport:299   
##   
##   
##

# We have no NA values in the data as we have now removed the one from the MBA variable  
# We can see from the summary that most of the population uses public transport and are men  
# We will have to convert the variables 3, 4 and 8 to factor variables as they can take only two values which will be done later

## 1.5 Univariate Analysis - Identifying Outliers

From the below univariate analysis of the variables, we will be able to understand if there are any outliers or extreme values present in the data.

# AGE:  
  
summary(car.d$Age)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 18.00 25.00 27.00 27.33 29.00 43.00

boxplot(car.d$Age, data = car.d, col = "tomato")
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# The age variable comprises of outliers where both the min and max range of 18 and 43 (extreme values) lie.  
  
# Work.Exp  
  
summary(car.d$Work.Exp)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.000 3.000 5.000 5.873 8.000 24.000

boxplot(car.d$Work.Exp, data = car.d, col = "aquamarine4")
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# The variable work experience also comprises of outliers with some values ranging above 15 years  
  
# Salary  
  
summary(car.d$Salary)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 6.50 9.60 13.00 15.42 14.90 57.00

boxplot(car.d$Salary, data = car.d, col = "lemonchiffon")
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# This variable salary comprises of a large amount of outliers when compared to the other two fields.  
  
# Distance  
  
summary(car.d$Distance)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 3.2 8.6 10.9 11.3 13.6 23.4

boxplot(car.d$Distance, data = car.d, col = "purple")
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# The distance variable does contain outliers but less when compared to the other variables.  
  
# From the boxplots, we find that all the numeric variables contain outliers (extreme values).

## 1.6 Correlation matrix

library(corrplot)

## Warning: package 'corrplot' was built under R version 3.6.1

## corrplot 0.84 loaded

carcorr = corrplot(cor(car.d[, c(1, 5:7)]), method = "circle", title = "Correlation Matrix", tl.cex = 0.8, tl.col = "dark blue")
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library(DataExplorer)  
  
plot\_correlation(car.d[, c(1, 5:7)], type = "c")
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#Pairwise correlation  
  
library(ppcor)

## Warning: package 'ppcor' was built under R version 3.6.1

## Loading required package: MASS

pcor(car.d[, c(1, 5:7)], method = "pearson")

## $estimate  
## Age Work.Exp Salary Distance  
## Age 1.00000000 0.6687590 -0.03788803 0.04134212  
## Work.Exp 0.66875901 1.0000000 0.70953116 -0.14681864  
## Salary -0.03788803 0.7095312 1.00000000 0.33278916  
## Distance 0.04134212 -0.1468186 0.33278916 1.00000000  
##   
## $p.value  
## Age Work.Exp Salary Distance  
## Age 0.000000e+00 3.991923e-55 4.414267e-01 4.008961e-01  
## Work.Exp 3.991923e-55 0.000000e+00 9.138348e-65 2.716108e-03  
## Salary 4.414267e-01 9.138348e-65 0.000000e+00 3.444049e-12  
## Distance 4.008961e-01 2.716108e-03 3.444049e-12 0.000000e+00  
##   
## $statistic  
## Age Work.Exp Salary Distance  
## Age 0.000000 18.279985 -0.770529 0.840890  
## Work.Exp 18.279985 0.000000 20.462477 -3.016395  
## Salary -0.770529 20.462477 0.000000 7.171862  
## Distance 0.840890 -3.016395 7.171862 0.000000  
##   
## $n  
## [1] 417  
##   
## $gp  
## [1] 2  
##   
## $method  
## [1] "pearson"

### 1.6.1 Inference from Correlation Plot

From the correlation plot, we infer the below:

1. All the numeric variables (Age, Work.Exp, Salary and Distance) are highly correlated to one another.
2. Work experience and Salary has high positive correlation of **92%** and **86%** with Age, as we can understand that the older the person is, the higher the work experience. And the correlation between Salary and Age is also explanatory.
3. Next, we find that there is a high positive correlation of **93%** between Work Experience and Salary too, which is understandable. Higher the work experience, higher is the Salary, hence we can explain the high positive correlation between them.
4. On the other hand, we find that all the 3 variables (Age, Work.Exp and Salary) are having some sort of a correlation with Distance. This can be neglected as it is not too much.

From the above inference we can assume that there is a presence of multicollinearity between the variables as some of the independent variables seem to show a good amount of correlation.

### 1.6.2 Remedy for multicollinearity:

This data comprises of all the numerical columns being correlated with each other. The above inference gives the picture of multicollinearity. As discussed in our previous project, we have options to deal with this. We can either use the **Variance Inflation Factor** method, where we will have to do a regression model on the dependent variable with all the independent variables. If all the variables are found to be having a VIF value less than 5, we can go about the problem without the need to remove any variables. But if we find variables having a higher VIF than 5, we will need to remove the variables one by one from the highest VIF. Upon performing regression with the other variables, we will eventually repeat the same steps to arrive at a consistent model with independent variables having VIF less than 5.

The other method will be of performing **Principal Components Analysis**, where we will group the variables with a commom group or the variables that provide more or less the **same kind of information**. By this way, we may arrive at the variables or the groups that will not be correlated with the other independent variables of the data.

For this data, we may deploy either of the methods PCA method where we can combine the variables that provide similar details, like the work experience and age which contribute to the salary. This may be combined to a group with **superiority** as a header. Or VIF to remove the most correlated varibles.

This is a remedy to remove multicollinearity in order to construct stable models

## 1.7 Bivariate Analysis - Plots and Inferences:

# Converting the required fields to factor format:  
# The below fields can only hold two values 0 and 1  
  
car.d$Engineer = factor(car.d$Engineer)  
car.d$MBA = factor(car.d$MBA)  
car.d$license = factor(car.d$license)  
  
str(car.d)

## 'data.frame': 417 obs. of 9 variables:  
## $ Age : int 28 24 27 25 25 21 23 23 24 28 ...  
## $ Gender : Factor w/ 2 levels "Female","Male": 2 2 1 2 1 2 2 2 2 2 ...  
## $ Engineer : Factor w/ 2 levels "0","1": 2 2 2 1 1 1 2 1 2 2 ...  
## $ MBA : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 2 1 1 1 ...  
## $ Work.Exp : int 5 6 9 1 3 3 3 0 4 6 ...  
## $ Salary : num 14.4 10.6 15.5 7.6 9.6 9.5 11.7 6.5 8.5 13.7 ...  
## $ Distance : num 5.1 6.1 6.1 6.3 6.7 7.1 7.2 7.3 7.5 7.5 ...  
## $ license : Factor w/ 2 levels "0","1": 1 1 1 1 1 1 1 1 1 2 ...  
## $ Transport: Factor w/ 3 levels "2Wheeler","Car",..: 1 1 1 1 1 1 1 1 1 1 ...  
## - attr(\*, "na.action")= 'omit' Named int 243  
## ..- attr(\*, "names")= chr "243"

library(ggplot2)  
  
den.plot <- ggplot(data=car.d, aes(x=car.d$Age, fill=car.d$Transport))  
den.plot2 = den.plot + geom\_density(stat="density", alpha=I(0.2)) + xlab("Age") + ylab("Density") + ggtitle("Histogram & Density Curve of Age")  
  
den.plot2
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# The above density plot shows that most of the youngsters between the age group of 20-30 mostly use 2 wheelers and public transport. Whilst the older people between age 30-43 choose to travel by car.  
  
# We also get a clear picture from the plot that no one below the age of 25 uses a car for transportation.  
  
p1 = ggplot(data = car.d) + geom\_histogram(mapping = aes(x = car.d$Age, fill = car.d$Transport))  
p1

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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# This plot is another illustration of the measure of people who use all modes of transport. We can say that almost all the employees between the age group of 22-28 use only either 2 wheelers or public transport, where many of them use the latter. People between the age of 30-43 mix the choices and use cars too, but beyond the age of 36, we can be sure from the plot that the employees use only cars and not any other transport.  
  
p2 = ggplot(data = car.d) + geom\_histogram(mapping = aes(x = car.d$Work.Exp, fill = car.d$Transport))  
p2

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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# From this plot, we see that employees below work experience of 9 years use either 2 wheelers or public transport only, whereas we can also see that employees with experience of 18+ years use only cars as their mode of commute. Inshort, employees in their beginning years use the 2 wheelers and public mode, and those in their senior level of work prefer to use only cars to commute. And there are people in between these two ranges who use all three.  
   
# DEEPER ANALYSIS  
p3 = ggplot(data = car.d,aes(y= car.d$Work.Exp, x= car.d$Salary))+  
 geom\_point(aes(color = car.d$Transport))   
p3
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# First of all, we can see the positive correlation between work experience and salary  
  
# Secondly, this plot shows accurately how many employees choose to commute by car. Let's break it down. We have 2-3 employees commuting by car having 10 years of work experience and ideal salary. The employees whose salary range is between 31 and 34 also commute only by car. Then comes the employees who are the seniors with work experience over 17 and salary over 38 who also commute only by car.   
  
p4 = ggplot(data = car.d,aes(y= car.d$Work.Exp, x= car.d$Salary))+  
 geom\_point(aes(color = car.d$Gender))   
p4
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# We know that the population on this data has most amount of men who are more than double the population of women. Most of them are under 15 years of work experience. To be gender specific we can fairly assume that most of the employees in the top order are men with experience over 15 years and salary package over 35.  
  
table(car.d$Transport, car.d$Gender)

##   
## Female Male  
## 2Wheeler 38 45  
## Car 6 29  
## Public Transport 76 223

# Most of the population travels by public transport is something that we are already aware of. But from this table, we confirm that about 63% of the entire female population and almost 75% of the entire male population make use of the public commute system. The male employees travelling by car is almost 5 times that of the female employees.  
  
# Based on the population percentage, we can see that only 25% of the male population commute on their own whereas it is about 37% for the female population   
  
table(car.d$license, car.d$Transport)

##   
## 2Wheeler Car Public Transport  
## 0 60 6 266  
## 1 23 29 33

# This table shows the number of people who own a licence against the commute modes  
  
table(car.d$Gender, car.d$license)

##   
## 0 1  
## Female 113 7  
## Male 219 78

# From the above observation and from this table, we can see that only about 5% of the female employees and 26% of the male employees own a license. This license could be assumed as car licence, as no one would be eligible to ride two wheelers without proper licence. This explains the numbers for public transport as well.  
  
# A better visualisation of the above statements is given in the below plot  
p5 = ggplot(data = car.d,aes(y= car.d$Work.Exp, x= car.d$Salary))+  
 geom\_point(aes(color = car.d$Gender, shape = car.d$Transport))   
p5
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p6 = ggplot(data = car.d, aes(x=car.d$Transport, y=car.d$Distance)) + geom\_boxplot(aes(fill = car.d$Gender))  
p61 = p6 + labs(title = "Commute Split",x="Commute", y="Distance",fill = "Gender")  
p62 = p61 + theme(panel.background = element\_rect(fill = "light grey"))  
p62
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# In this plot we find that in the order of the choice of commute, we see the employees choosing public transport for shorter distances with a median of 9 and 10 units for female and male employees respectively. The next choice of commute for a longer distance is 2 wheelers with a median distance of 12.5 and 12 units for female and male employees respectively. And finally we have the employees commuting by car for longer distances of median of 16 and 18 units for female and male employees respectively. Here we have one female employee commuting by 2 wheeler for a 21 unit distance  
  
p7 = ggplot(data = car.d,aes(y= car.d$Work.Exp, x= car.d$Distance, col = car.d$Transport))+ geom\_point() + geom\_smooth(method = "lm",se = F)+ facet\_grid(~car.d$Transport) + facet\_wrap(~car.d$Transport, ncol = 2)  
p7
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# From this plot, we have 3 graphs showing the relation between work experience and distance for all the modes of commute. For 2 wheelers, we see that the relation shows a negative trend (distance seems to decrease with an increase in work experience) For Cars, there is a positive trend line that with increase in experience, the distance seems to increase as well. There is also a positive trend for public transport but is not that visible. This work experience is also related to age hence the result would be the same.  
  
p8 = ggplot(data = car.d) + geom\_histogram(mapping = aes(x = car.d$Salary, fill = car.d$Engineer))  
p8

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.

![](data:image/png;base64,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)

# We can see the spread of the employees with an Engineering degree. They have branched out to the senior level, but mot of them are within the salary line of 20. The same also applies for employees without an engineering degree. The highest paid employee holds an engineering degree is quite evident  
  
p9 = ggplot(data = car.d) + geom\_histogram(mapping = aes(x = car.d$Salary, fill = car.d$MBA))  
p9

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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# This plot is almost like the opposite of the previous plot. From this we can find most of them not having an MBA degree. The highest paid employee does not have an MBA degree as we have previously found the employee having an engineering degree.

# 2. Data Preparation:

We make use of the library **fastDummies** and the function **dummy\_cols**to generate some dummy variables for the response field in order to faciltate constructing a good and effective regression model. As we are asked to predict if the employees would take the Car as a commute or not, we are trying to make the variable easy for a binomial prediction model.

# Creating dummy variables for the response category column as we have more than 2 levels in it.  
  
library(fastDummies)

## Warning: package 'fastDummies' was built under R version 3.6.1

# creating dummy variables for the target column  
  
car.dn = dummy\_cols(car.d, select\_columns = "Transport")  
  
# As we need only the column with the probabilities of employees travelling by car, we may remove the other two dummy variables  
  
library(dplyr)

## Warning: package 'dplyr' was built under R version 3.6.1

##   
## Attaching package: 'dplyr'

## The following object is masked from 'package:MASS':  
##   
## select

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

car.dn = select(car.dn, c(-9,-10,-12))  
  
View(car.dn)

## 2.1 Checking the balance in data:

# Imbalanced data  
  
library(caTools)

## Warning: package 'caTools' was built under R version 3.6.1

set.seed(248)  
sample = sample.split(car.dn,SplitRatio = 0.7)  
train = subset(car.dn,sample == TRUE)  
test = subset(car.dn, sample == FALSE)  
  
nrow(train)

## [1] 279

nrow(test)

## [1] 138

View(train)  
View(test)  
  
table(train$Transport\_Car)

##   
## 0 1   
## 256 23

table(test$Transport\_Car)

##   
## 0 1   
## 126 12

table(car.dn$Transport\_Car)

##   
## 0 1   
## 382 35

# testing data distribution  
  
prop.table(table(train$Transport\_Car))

##   
## 0 1   
## 0.91756272 0.08243728

prop.table(table(test$Transport\_Car))

##   
## 0 1   
## 0.91304348 0.08695652

prop.table(table(car.dn$Transport\_Car))

##   
## 0 1   
## 0.91606715 0.08393285

# We find that the data has very less of people commuting by car (only 8% of th total population)  
  
# Plotting to visualise  
  
barplot(prop.table(table(car.dn$Transport\_Car)),  
 main = "Car Commute distribution")
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# Even the barplot shows less than 10% of the people using car

## 2.2 Model on imbalanced data:

We have found that the data here is imbalanced with the target level not being sufficient for constructing an unbiased model. Let us now run a logistic regression model on the present unaltered data to find some results.

# Logistic model on the imbalanced data:  
# Logistic Model 1  
  
logit1 = glm(Transport\_Car~., data = train, family = "binomial")  
summary(logit1)

##   
## Call:  
## glm(formula = Transport\_Car ~ ., family = "binomial", data = train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.95812 -0.01512 -0.00289 -0.00044 2.09207   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -44.85298 28.20496 -1.590 0.1118   
## Age 0.76664 1.03459 0.741 0.4587   
## GenderMale 0.86537 2.44963 0.353 0.7239   
## Engineer1 -0.45085 2.61537 -0.172 0.8631   
## MBA1 -2.91740 2.47623 -1.178 0.2387   
## Work.Exp 0.19067 0.94223 0.202 0.8396   
## Salary 0.08695 0.21412 0.406 0.6847   
## Distance 1.02478 0.42109 2.434 0.0149 \*  
## license1 0.85326 2.23149 0.382 0.7022   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 158.853 on 278 degrees of freedom  
## Residual deviance: 12.808 on 270 degrees of freedom  
## AIC: 30.808  
##   
## Number of Fisher Scoring iterations: 11

# Only the distance seems to be a significant variable  
  
# Prediction on test data:  
  
test.pred = predict(logit1, newdata = test, type = "response")  
table(test$Transport\_Car, test.pred>0.5)

##   
## FALSE TRUE  
## 0 125 1  
## 1 1 11

# Our logit1 model has almost predicted correctly except one identified incorrectly for both instances  
  
# Accuracy   
  
(125+11)/nrow(test)

## [1] 0.9855072

# This model is a 98.5% accurate keeping in mind how the model has identified almost correctly all the time.  
  
library(ROCR)

## Warning: package 'ROCR' was built under R version 3.6.1

## Loading required package: gplots

## Warning: package 'gplots' was built under R version 3.6.1

##   
## Attaching package: 'gplots'

## The following object is masked from 'package:stats':  
##   
## lowess

rocr.pred = prediction(test.pred, test$Transport\_Car)  
  
  
# Area Under the Curve is calculated  
as.numeric(performance(rocr.pred, "auc")@y.values)

## [1] 0.9940476

# 99 percent of the time, the model has given correct predictions  
  
perf = performance(rocr.pred, "tpr", "fpr")  
plot(perf)
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# For this data, we can justify that the model has made very good predictions on this data, missing out just one or two predictions and giving a 98% accuracy

We find that even on an imbalanced data, the accuracy we have got is over 98%. We may still have to proceed with balancing the data to check if the accuracies change or do not change any further after applying the SMOTE technique.

## 2.3 SMOTE (Synthetic Minority Oversampling Technique)

SMOTE is a function that is used generate synthetic data points for an imbalanced data, in order to tweak up the minority class in the data. For an imbalanced data where the majority class is more than 90%, a model constructed on that would be having results dominated by the majority class. This will have an impact on the model, where the machine learning algorithm could simply classify everything as the majority class and still be correct 90% of the time. In order to effectively control this situation, we employ the function SMOTE.

Let us now work on pur data and see how well SMOTE can control this situation. We will run the same models as we did on the data originally.

# Working with SMOTE  
  
library(DMwR)

## Warning: package 'DMwR' was built under R version 3.6.1

## Loading required package: lattice

## Loading required package: grid

## Registered S3 method overwritten by 'xts':  
## method from  
## as.zoo.xts zoo

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

sm.train<-subset(car.dn, sample == TRUE)  
sm.test<-subset(car.dn, sample == FALSE)  
  
# The amount of 0 nd 1 on the smote train data  
table(sm.train$Transport\_Car)

##   
## 0 1   
## 256 23

sm.train$Transport\_Car<-as.factor(sm.train$Transport\_Car)  
# converting to factor  
  
bald.car.tr <- SMOTE(Transport\_Car ~., sm.train, perc.over = 100, k = 5, perc.under = 500)  
  
#perc.over means that 1 minority class will be added for every value of perc.over  
  
# We are adding 100 percent of our existing minority class to the value   
  
# perc under - for every minority class generated we have retained 500 percent of the minority class. That will be 23\*5  
  
table(bald.car.tr$Transport\_Car)

##   
## 0 1   
## 115 46

# This table has increased the minority class by 100 perc over and has also decreased the majority class  
  
# Checking the proportion of the smote train data:  
  
prop.table(table(bald.car.tr$Transport\_Car))

##   
## 0 1   
## 0.7142857 0.2857143

As we see from the above split of data, we have 71% on the majority class (which indicates employees who do not commute by car) and the minority class raise to roughly about 29% .Now that our data is ready for the models to be performed, let us now go to the modelling section

# 3. Modeling:

## 3.1 Logistic Regression:

Let us first look at our logistic regression model, continuing from the previous task. We will use the smoted train and test data here in order to produce an effective and unbiased model.

# Logistic model on the smoted data:  
# Logistic Model 2  
  
logit2 = glm(Transport\_Car~., data = sm.train, family = "binomial")  
summary(logit2)

##   
## Call:  
## glm(formula = Transport\_Car ~ ., family = "binomial", data = sm.train)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.95812 -0.01512 -0.00289 -0.00044 2.09207   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -44.85298 28.20496 -1.590 0.1118   
## Age 0.76664 1.03459 0.741 0.4587   
## GenderMale 0.86537 2.44963 0.353 0.7239   
## Engineer1 -0.45085 2.61537 -0.172 0.8631   
## MBA1 -2.91740 2.47623 -1.178 0.2387   
## Work.Exp 0.19067 0.94223 0.202 0.8396   
## Salary 0.08695 0.21412 0.406 0.6847   
## Distance 1.02478 0.42109 2.434 0.0149 \*  
## license1 0.85326 2.23149 0.382 0.7022   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 158.853 on 278 degrees of freedom  
## Residual deviance: 12.808 on 270 degrees of freedom  
## AIC: 30.808  
##   
## Number of Fisher Scoring iterations: 11

# Here too the distance seems to be a significant variable  
  
# Prediction on test data:  
  
test.pred2 = predict(logit2, newdata = sm.test, type = "response")  
table(test$Transport\_Car, test.pred2>0.5)

##   
## FALSE TRUE  
## 0 125 1  
## 1 1 11

# Our logit2 model has almost predicted correctly except one identified incorrectly for both instances  
  
# Accuracy  
(125+11)/nrow(sm.test)

## [1] 0.9855072

# This model is a 98.5% accurate keeping in mind how the model has identified almost correctly all the time.  
  
library(ROCR)  
rocr.pred2 = prediction(test.pred2, sm.test$Transport\_Car)  
  
# Area Under the Curve is calculated  
as.numeric(performance(rocr.pred2, "auc")@y.values)

## [1] 0.9940476

# 99 percent of the time, the model has given correct predictions  
  
# ROC Calculation  
perf2 = performance(rocr.pred2, "tpr", "fpr")  
plot(perf2)  
  
# For this data, we can justify that the model has made very good predictions on this data, missing out just one or two predictions and giving a 98% accuracy  
# This is exactly the same as our model for the imbalanced data.  
  
# Let us tweak up the probability threshold to 0.8 for prediction  
# Prediction on test data:  
  
test.pred3 = predict(logit2, newdata = sm.test, type = "response")  
table(test$Transport\_Car, test.pred3>0.8)

##   
## FALSE TRUE  
## 0 125 1  
## 1 2 10

# Our logit2 model with the prob to 0.8 has falsely identified 2 predictions which were true but still has got 4/5th of it correctly  
  
# Accuracy  
(125+10)/nrow(sm.test)

## [1] 0.9782609

# This model is a 97.8% accurate and little less when compared to our previous model with prob threshold of 0.5  
  
library(ROCR)  
rocr.pred3 = prediction(test.pred3, sm.test$Transport\_Car)  
  
# Let us look at the Area Under the Curve  
as.numeric(performance(rocr.pred3, "auc")@y.values)

## [1] 0.9940476

# This has not changed at all and still has given 99.4% accurate results  
  
# ROC Calculation for perf3  
perf3 = performance(rocr.pred3, "tpr", "fpr")  
plot(perf3)

![](data:image/png;base64,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)

# There is not much difference in the model except that the accuracy has come down to 97.8%   
# almost around 98% from 98.5% as we have increased the threshold from 0.5 to 0.8

## 3.2 K Nearest Neighbour Algorithm:

KNN, as it is popularly called, is a Supervised Machine Learning algorithm that helps to classify a data point to it’s assigned variable or target class, by analysing the nearest neighbours of the data point. Hence the name, nearest neighbour. And K is the value we assign to the model in order for the algorithm to focus on the desired K number of neighbours for analysis. KNN works only on numerical variables as it involves calculation of distances between each datapoint of the numeric variable. Mostly, the assigned K value is **odd** to avoid any ties between the selected data point.

Let us go about the algorithm

# Preparing data:  
  
library(dplyr)  
library(fastDummies)  
  
setwd("D:/R Progms")  
  
cardata = read.csv("Cars.csv")  
  
cardata = na.omit(cardata)  
  
# creating dummy variables for the target column  
  
cardata = dummy\_cols(cardata, select\_columns = "Transport")  
  
cardata = select(cardata, c(-9,-10,-12))  
  
View(cardata)  
# Let us remove the first two columns as knn requires only numeric data for distance  
cardatanew = select(cardata, c(-2))  
  
View(cardatanew)

### 3.2.1 Normalising data

We all know the KNN algorithm performs well with all the data being in numerical format. But we cannot be sure if all the numerical data are of the same units of measurement. Hence, in order to perform the model effectively and to obtain unbiased result, we will have to **normalise the numerical data** we are using for the algorithm. After going about the standardisation, we will obtain a data ranging between the values of 0 and 1, thus making it even.

By using the below set of codes, we will arrive at the data that is standardised for the model.

# Data Normalization function  
  
norm = function(x) { (x- min(x))/(max(x) - min(x)) }  
  
# Eliminating the dependent variable   
# As we only normalise the independent variables with the norm function  
  
norm.data = as.data.frame(lapply(cardatanew[,-8], norm))  
  
View(norm.data)  
  
# Let us now bind back the dependent variable to the normalised data  
# To facilitate model construction  
  
usable.data = cbind(cardatanew[,8], norm.data)  
  
str(usable.data)

## 'data.frame': 417 obs. of 8 variables:  
## $ cardatanew[, 8]: int 0 0 0 0 0 0 0 0 0 0 ...  
## $ Age : num 0.4 0.24 0.36 0.28 0.28 0.12 0.2 0.2 0.24 0.4 ...  
## $ Engineer : num 1 1 1 0 0 0 1 0 1 1 ...  
## $ MBA : num 0 0 0 0 0 0 1 0 0 0 ...  
## $ Work.Exp : num 0.2083 0.25 0.375 0.0417 0.125 ...  
## $ Salary : num 0.1564 0.0812 0.1782 0.0218 0.0614 ...  
## $ Distance : num 0.0941 0.1436 0.1436 0.1535 0.1733 ...  
## $ license : num 0 0 0 0 0 0 0 0 0 1 ...

View(usable.data)

### 3.2.2 KNN Classifier

Let us now partition the data into training and testing datasets in order to run the KNN algorithm. Here we have to keep in mind is an **optimum number for K is what that will produce a good model**. A smaller k will result in a rather overfitting model and a larger k may not capture as much details from the data, thereby missing on important ones.

By default, K can take a value of 19 or the square root of the number of observations in the data. But we have to make sure to select the optimum number so as to avoid over or under fitting of the model.

# Data Partioning  
  
library(caTools)  
  
set.seed(248)  
  
spl = sample.split(usable.data$`cardatanew[, 8]`, SplitRatio = 0.7)  
c.train = subset(usable.data, spl == T)  
c.test = subset(usable.data, spl == F)  
  
# KNN Classifier:  
table(sqrt(291), sqrt(126))

##   
## 11.2249721603218  
## 17.058722109232 1

# Let us take the k value to be 19 per usual.  
# As the sqrt of the observations results to about 20  
# As per our guess, either 19 or 21 would give us the best model accuracy  
  
library(class)  
  
pred1 = knn(c.train[-1], c.test[-1], c.train[,1], k = 19)   
table.knn1 = table(c.test[,1], pred1)  
sum(diag(table.knn1)/sum(table.knn1))

## [1] 0.9761905

# Accuracy of 97.62% keeping k as 19  
  
# Assigning k to be 21 and checking for accuracy:  
pred2 = knn(c.train[-1], c.test[-1], c.train[,1], k = 21)   
table.knn2 = table(c.test[,1], pred2)  
sum(diag(table.knn2)/sum(table.knn2))

## [1] 0.9761905

# Accuracy of 97.62% still remains he same as model 1  
  
pred3 = knn(c.train[-1], c.test[-1], c.train[,1], k = 23)   
table.knn3 = table(c.test[,1], pred3)  
sum(diag(table.knn3)/sum(table.knn3))

## [1] 0.9761905

# Accuracy still maintains the same to 97.62% as the previous model   
  
pred4 = knn(c.train[-1], c.test[-1], c.train[,1], k = 25)   
table.knn4 = table(c.test[,1], pred4)  
sum(diag(table.knn4)/sum(table.knn4))

## [1] 0.968254

# Accuracy falls down to 96.82%

### 3.2.3 Inference from KNN:

From this we may understand that a higher k value than the optimum would tend to miss out on many details and provide an underfitting model. While on the other hand, a model with k as low as 3 would give an overfitting model with accuracy seemingly greater than the other models. This may happen as the model tends to capture all the minute details including the noise from the data, which results in a model that tackles all minute issues.

Back to our models, the difference in accuracy from 19 to 25 revolved around the same level.The accuracy given by k=19 to k=23 are the same. And the accuracy given by the model with k=25 tends to be a little less than the first three models. From the above model accuracies we can confirm the model 2 or 3 with k = 21 and k=23 are good fit models as it is technically equal to the square root of the observations

## 3.3 Naïve Bayes:

Let us take the same cardata Naïve Bayes, an extremely powerful tool, is technically used only when the data set has all of its variables in a categorical format. However, it can also be used with continuous features but is more suited to categorical variables. Naïve Bayes is a recommended algorithm if all the independent and dependent variables are categorical. Naïve Bayes is a parametric algorithm. Hence, we may not obtain different results upon re executing the function unless the data remains unchanged.

In our case, although our dependent variable is categorical (as in the case of any data with a problem statement), we have equal number of independent variables in numeric format. Let us now convert the required variables to categorical variables

# Let us load the package e1071   
# Since e1071 has the naiveBayes function   
  
library(e1071)

## Warning: package 'e1071' was built under R version 3.6.1

library(caret)

## Warning: package 'caret' was built under R version 3.6.1

# Let us use the data cardata for this model and split for train and test data  
  
library(caTools)  
set.seed(248)  
sample2 = sample.split(cardata,SplitRatio = 0.7)  
train2 = subset(cardata,sample2 == TRUE)  
test2 = subset(cardata, sample2 == FALSE)  
  
# train2 has 279 obs and test2 has 138 obs  
  
# training the model on the train dataset  
NB = naiveBayes(Transport\_Car~., data = train2)  
print(NB)

##   
## Naive Bayes Classifier for Discrete Predictors  
##   
## Call:  
## naiveBayes.default(x = X, y = Y, laplace = laplace)  
##   
## A-priori probabilities:  
## Y  
## 0 1   
## 0.91756272 0.08243728   
##   
## Conditional probabilities:  
## Age  
## Y [,1] [,2]  
## 0 26.48047 3.062680  
## 1 36.34783 3.127716  
##   
## Gender  
## Y Female Male  
## 0 0.2851562 0.7148438  
## 1 0.2173913 0.7826087  
##   
## Engineer  
## Y [,1] [,2]  
## 0 0.7148438 0.4523732  
## 1 0.8260870 0.3875534  
##   
## MBA  
## Y [,1] [,2]  
## 0 0.2539062 0.4360972  
## 1 0.1304348 0.3443502  
##   
## Work.Exp  
## Y [,1] [,2]  
## 0 4.792969 3.211516  
## 1 17.217391 3.930724  
##   
## Salary  
## Y [,1] [,2]  
## 0 12.98711 5.072497  
## 1 40.55217 9.695400  
##   
## Distance  
## Y [,1] [,2]  
## 0 10.70703 3.201279  
## 1 17.88261 2.652726  
##   
## license  
## Y [,1] [,2]  
## 0 0.1562500 0.3638034  
## 1 0.7826087 0.4217412

# From this model, we find that the classification given for gender is perfect as it is categorical  
# Whereas the other variables do not seem to be explained well by Naïve Bayes  
  
# Let us convert the required fields to categorical  
  
train2$Engineer = factor(train2$Engineer)  
train2$MBA = factor(train2$MBA)  
train2$license = factor(train2$license)  
train2$Transport\_Car = factor(train2$Transport\_Car)  
  
test2$Engineer = factor(test2$Engineer)  
test2$MBA = factor(test2$MBA)  
test2$license = factor(test2$license)  
test2$Transport\_Car = factor(test2$Transport\_Car)  
  
# Creating naiveBayes model only on categorical variables  
NB1 = naiveBayes(Transport\_Car~Gender+Engineer+MBA+license, data = train2)  
print(NB1)

##   
## Naive Bayes Classifier for Discrete Predictors  
##   
## Call:  
## naiveBayes.default(x = X, y = Y, laplace = laplace)  
##   
## A-priori probabilities:  
## Y  
## 0 1   
## 0.91756272 0.08243728   
##   
## Conditional probabilities:  
## Gender  
## Y Female Male  
## 0 0.2851562 0.7148438  
## 1 0.2173913 0.7826087  
##   
## Engineer  
## Y 0 1  
## 0 0.2851562 0.7148438  
## 1 0.1739130 0.8260870  
##   
## MBA  
## Y 0 1  
## 0 0.7460938 0.2539062  
## 1 0.8695652 0.1304348  
##   
## license  
## Y 0 1  
## 0 0.8437500 0.1562500  
## 1 0.2173913 0.7826087

NB1.pred = predict(NB1, test2, type = "class" )  
  
table(NB1.pred, test2$Transport\_Car, dnn = c("Prediction", "Actual"))

## Actual  
## Prediction 0 1  
## 0 126 12  
## 1 0 0

# This table gives an image that the model has predicted all the observations to be 0   
# while there are 12 entries that are actually 1. And the model has made wrong prediction.  
  
# Acuracy  
  
(126+0)/nrow(test2)

## [1] 0.9130435

confusionMatrix(NB1.pred, test2$Transport\_Car, dnn = c("Prediction", "Actual"))

## Confusion Matrix and Statistics  
##   
## Actual  
## Prediction 0 1  
## 0 126 12  
## 1 0 0  
##   
## Accuracy : 0.913   
## 95% CI : (0.853, 0.9543)  
## No Information Rate : 0.913   
## P-Value [Acc > NIR] : 0.576044   
##   
## Kappa : 0   
##   
## Mcnemar's Test P-Value : 0.001496   
##   
## Sensitivity : 1.000   
## Specificity : 0.000   
## Pos Pred Value : 0.913   
## Neg Pred Value : NaN   
## Prevalence : 0.913   
## Detection Rate : 0.913   
## Detection Prevalence : 1.000   
## Balanced Accuracy : 0.500   
##   
## 'Positive' Class : 0   
##

# the confusion matrix gives an accuracy of 91.3% and since the p value being 0.0015 it is a significant model

We can see here from the confusion matrix that the model has not made correct predictions when compared to the other two models of KNN and Logistic Regression. Though the model has made correct prediction of 126 people not commuting by car and has made only 12 wrong assumptions, contributing to about 91% accuracy. The fact that it did not predict any number of employees using the car is an indicator that the model fails in its purpose.

## 3.4 Model comparison - Classification:

library(kknn)

## Warning: package 'kknn' was built under R version 3.6.1

##   
## Attaching package: 'kknn'

## The following object is masked from 'package:caret':  
##   
## contr.dummy

library(klaR)

## Warning: package 'klaR' was built under R version 3.6.1

library(LiblineaR)  
library(rpart)

## Warning: package 'rpart' was built under R version 3.6.1

library(fastDummies)  
library(caret)  
library(dplyr)  
  
# loading the fresh data:  
  
setwd("D:/R Progms")  
  
car.d = read.csv("Cars.csv")  
  
# creating dummy variables for the target column  
  
car.dn = dummy\_cols(car.d, select\_columns = "Transport")  
  
car.dn$Transport\_Car = factor(car.dn$Transport\_Car, labels = c("No", "Yes"))  
  
car.dn = na.omit(car.dn)  
  
car.dn = select(car.dn, c(-9,-10,-12))  
  
View(car.dn)  
  
str(car.dn)

## 'data.frame': 417 obs. of 9 variables:  
## $ Age : int 28 24 27 25 25 21 23 23 24 28 ...  
## $ Gender : Factor w/ 2 levels "Female","Male": 2 2 1 2 1 2 2 2 2 2 ...  
## $ Engineer : int 1 1 1 0 0 0 1 0 1 1 ...  
## $ MBA : int 0 0 0 0 0 0 1 0 0 0 ...  
## $ Work.Exp : int 5 6 9 1 3 3 3 0 4 6 ...  
## $ Salary : num 14.4 10.6 15.5 7.6 9.6 9.5 11.7 6.5 8.5 13.7 ...  
## $ Distance : num 5.1 6.1 6.1 6.3 6.7 7.1 7.2 7.3 7.5 7.5 ...  
## $ license : int 0 0 0 0 0 0 0 0 0 1 ...  
## $ Transport\_Car: Factor w/ 2 levels "No","Yes": 1 1 1 1 1 1 1 1 1 1 ...  
## - attr(\*, "na.action")= 'omit' Named int 243  
## ..- attr(\*, "names")= chr "243"

# CROSS VALIDATION: technique used is K Fold cross validation   
  
ctrl <- trainControl(method = "repeatedcv", classProbs = T, number = 10, summaryFunction = twoClassSummary, repeats = 2)  
  
# Logistic Regression model  
  
set.seed(248)  
  
modellog <- train(Transport\_Car ~ ., data = car.dn, method = "regLogistic", metric = 'ROC', trControl = ctrl)  
  
print(modellog)

## Regularized Logistic Regression   
##   
## 417 samples  
## 8 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold, repeated 2 times)   
## Summary of sample sizes: 376, 376, 375, 376, 376, 374, ...   
## Resampling results across tuning parameters:  
##   
## cost loss epsilon ROC Sens Spec   
## 0.5 L1 0.001 0.9909329 0.9908232 0.8958333  
## 0.5 L1 0.010 0.9909329 0.9934548 0.8958333  
## 0.5 L1 0.100 0.9879976 0.9947706 0.8458333  
## 0.5 L2\_dual 0.001 0.9920294 0.9895074 0.8958333  
## 0.5 L2\_dual 0.010 0.9920294 0.9895074 0.8958333  
## 0.5 L2\_dual 0.100 0.9920294 0.9895074 0.8958333  
## 0.5 L2\_primal 0.001 0.9920294 0.9895074 0.8958333  
## 0.5 L2\_primal 0.010 0.9917004 0.9895074 0.8958333  
## 0.5 L2\_primal 0.100 0.9846070 0.9960526 0.9208333  
## 1.0 L1 0.001 0.9913715 0.9895074 0.8958333  
## 1.0 L1 0.010 0.9907220 0.9881916 0.8958333  
## 1.0 L1 0.100 0.9887567 0.9921390 0.8541667  
## 1.0 L2\_dual 0.001 0.9919197 0.9895074 0.8958333  
## 1.0 L2\_dual 0.010 0.9919197 0.9895074 0.8958333  
## 1.0 L2\_dual 0.100 0.9915908 0.9895074 0.8958333  
## 1.0 L2\_primal 0.001 0.9920294 0.9908232 0.8958333  
## 1.0 L2\_primal 0.010 0.9913715 0.9895074 0.8958333  
## 1.0 L2\_primal 0.100 0.9846070 0.9960526 0.9208333  
## 2.0 L1 0.001 0.9906123 0.9881916 0.8958333  
## 2.0 L1 0.010 0.9922487 0.9881916 0.8958333  
## 2.0 L1 0.100 0.9897689 0.9855601 0.8166667  
## 2.0 L2\_dual 0.001 0.9908232 0.9907895 0.8958333  
## 2.0 L2\_dual 0.010 0.9908232 0.9907895 0.8833333  
## 2.0 L2\_dual 0.100 0.9901738 0.9907895 0.8833333  
## 2.0 L2\_primal 0.001 0.9909329 0.9907895 0.8958333  
## 2.0 L2\_primal 0.010 0.9917004 0.9895074 0.8958333  
## 2.0 L2\_primal 0.100 0.9842780 0.9960526 0.9208333  
##   
## ROC was used to select the optimal model using the largest value.  
## The final values used for the model were cost = 2, loss = L1 and epsilon  
## = 0.01.

# Naive bayes model  
  
modelnb <- train(Transport\_Car ~ ., data = car.dn, method = "nb",   
 metric = 'ROC', trControl = ctrl)

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 8

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 10

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 8

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 10

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 31  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 31

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 2

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 31

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 2

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 31

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 24  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 24

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 13

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 25

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 13

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 25

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 9

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 11

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 27

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 39

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 9

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 11

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 27

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 39

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 12

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 37

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 12

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 37

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 13

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 27

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 13

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 27

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 8  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 8

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 7

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 32

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 7

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 32

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 11  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 11

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 7

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 9

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 14

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 22

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 7

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 9

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 14

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 22

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 13  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 13

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 25  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 25

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 11

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 13

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 39

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 11

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 13

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 39

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 12

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 15

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 12

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 15

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 7

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 11

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 35

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 7

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 11

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 35

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 3

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 28

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 31

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 3

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 28

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 31

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 27  
  
## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 27

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 5

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 27

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 36

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 5

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 27

## Warning in FUN(X[[i]], ...): Numerical 0 probability for all classes with  
## observation 36

print(modelnb)

## Naive Bayes   
##   
## 417 samples  
## 8 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold, repeated 2 times)   
## Summary of sample sizes: 374, 375, 376, 375, 376, 376, ...   
## Resampling results across tuning parameters:  
##   
## usekernel ROC Sens Spec   
## FALSE 0.9934548 0.9764170 0.9208333  
## TRUE 0.9963057 0.9948043 0.9208333  
##   
## Tuning parameter 'fL' was held constant at a value of 0  
## Tuning  
## parameter 'adjust' was held constant at a value of 1  
## ROC was used to select the optimal model using the largest value.  
## The final values used for the model were fL = 0, usekernel = TRUE  
## and adjust = 1.

# KNN model :  
  
modelknn <- train(Transport\_Car ~ ., data = car.dn, method = "knn", metric = 'ROC',   
 trControl = ctrl, tuneLength = 15)  
  
print(modelknn)

## k-Nearest Neighbors   
##   
## 417 samples  
## 8 predictor  
## 2 classes: 'No', 'Yes'   
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold, repeated 2 times)   
## Summary of sample sizes: 375, 374, 375, 376, 376, 376, ...   
## Resampling results across tuning parameters:  
##   
## k ROC Sens Spec   
## 5 0.9981360 0.9973684 0.9083333  
## 7 0.9963268 0.9973684 0.8958333  
## 9 0.9962171 0.9973684 0.8958333  
## 11 0.9949646 0.9960864 0.8208333  
## 13 0.9939229 0.9974022 0.8208333  
## 15 0.9928264 0.9974022 0.7833333  
## 17 0.9924426 0.9974022 0.7833333  
## 19 0.9926619 0.9947706 0.7833333  
## 21 0.9928812 0.9895074 0.7833333  
## 23 0.9928812 0.9855601 0.7833333  
## 25 0.9927168 0.9842443 0.7833333  
## 27 0.9924975 0.9842443 0.7833333  
## 29 0.9924975 0.9842443 0.7833333  
## 31 0.9924975 0.9855601 0.7833333  
## 33 0.9924975 0.9868758 0.7833333  
##   
## ROC was used to select the optimal model using the largest value.  
## The final value used for the model was k = 5.

plot(modelknn)
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# The plot has identified the optimum number of k as 5 by using ROC

## 3.5 Remarks on the best model:

We have constructed 3 models plus a regression model with the SMOTE data. And based on the accuracies, we have validated the best model

* Our logistic regression model gives a better accuracy of 98.5% when compared to our other models on KNN and Naive bayes.
* The KNN model has also done well in giving a good accuracy of 97.8%
* Though the Naive Bayes model also gave an accuracy of 91%, it did not predict any employee who used cars, though there were actually employees who used cars. The model predicted everyone as non car users.

Hence we classify the Logistic regression model to be a good fit.

## 3.6 Bootstrap Aggregating (BAGGING):

Bootstrap Aggregating, better known as Bagging, is a machine learning ensemble technique which helps to imrpove the stability and accuracy of a model. Bagging helps in reducing the variance in a model, thus preventing overfitting a model. What bagging does is, it splits the train data into many more chunks or combinations with replacements from the training set. This helps in finalising a better model by aggregating the results from the model conducted on the many more subsets of the training data.

Let us look at the code

library(fastDummies)  
library(dplyr)  
library(ipred)

## Warning: package 'ipred' was built under R version 3.6.1

library(rpart)  
  
setwd("D:/R Progms")  
  
car.data = read.csv("Cars.csv")  
  
# creating dummy variables for the target column  
  
car.data = dummy\_cols(car.data, select\_columns = "Transport")  
  
car.data = na.omit(car.data)  
  
car.data <- select(car.data, c(-9,-10,-12))  
  
View(car.data)  
  
str(car.data)

## 'data.frame': 417 obs. of 9 variables:  
## $ Age : int 28 24 27 25 25 21 23 23 24 28 ...  
## $ Gender : Factor w/ 2 levels "Female","Male": 2 2 1 2 1 2 2 2 2 2 ...  
## $ Engineer : int 1 1 1 0 0 0 1 0 1 1 ...  
## $ MBA : int 0 0 0 0 0 0 1 0 0 0 ...  
## $ Work.Exp : int 5 6 9 1 3 3 3 0 4 6 ...  
## $ Salary : num 14.4 10.6 15.5 7.6 9.6 9.5 11.7 6.5 8.5 13.7 ...  
## $ Distance : num 5.1 6.1 6.1 6.3 6.7 7.1 7.2 7.3 7.5 7.5 ...  
## $ license : int 0 0 0 0 0 0 0 0 0 1 ...  
## $ Transport\_Car: int 0 0 0 0 0 0 0 0 0 0 ...  
## - attr(\*, "na.action")= 'omit' Named int 243  
## ..- attr(\*, "names")= chr "243"

# Splitting data to train and test.  
  
library(caret)  
library(caTools)  
  
set.seed(248)  
split = sample.split(car.data,SplitRatio = 0.7)  
cartrain = subset(car.data,split == TRUE)  
cartest = subset(car.data, split == FALSE)  
  
# cartrain has 279 obs  
# cartest has 138 obs  
  
# control details for rpart  
  
rpctrl = rpart.control(maxdepth=7, minsplit=5)  
  
# Model for bagging  
car.bagging <- bagging(Transport\_Car~., data = cartrain, control = rpctrl)  
  
# Running on the test data for prediction  
cartest$pred = predict(car.bagging, cartest)  
  
table(cartest$Transport\_Car,cartest$pred >0.5)

##   
## FALSE TRUE  
## 0 125 1  
## 1 1 11

# Accuracy  
  
(125+11)/nrow(cartest)

## [1] 0.9855072

# This has given an accuracy of 98.55% which a little much more than our KNN model on the data.  
# This accuracy is almost equal to our logistic regression model  
  
  
# Tweaking the threshold to 0.7  
table(cartest$Transport\_Car,cartest$pred >0.7)

##   
## FALSE TRUE  
## 0 126 0  
## 1 1 11

(126+11)/nrow(cartest)

## [1] 0.9927536

# This tweak shows that the model with some bagging has booted the accuracy to 99.28%   
# This is significantly higher than the first model as the model has identified all those who do not   
# use a car correctly. It has only mispredicted at one instance and correctly predicted those who used  
# a car  
  
# Thus by bagging the imbalanced data, we have obtained the best model of all after bagging.   
# And the accuracy is higher than all of our other models (logistic regression, knn and naive bayes)

## 3.7 Boosting:

### 3.7.1 GBM model 1

# Basic boosting model:  
  
library(gbm)

## Warning: package 'gbm' was built under R version 3.6.1

## Loaded gbm 2.1.5

library(xgboost)

## Warning: package 'xgboost' was built under R version 3.6.1

##   
## Attaching package: 'xgboost'

## The following object is masked from 'package:dplyr':  
##   
## slice

gbm.fit <- gbm(  
 formula = Transport\_Car ~ .,  
 distribution = "bernoulli",  
 data = cartrain,  
 n.trees = 500,   
 interaction.depth = 1,  
 shrinkage = 0.001,  
 cv.folds = 5,  
 n.cores = NULL,   
 verbose = FALSE  
)   
  
# we are using bernoulli because we are doing a logistic and want probabilities  
# n.trees - the number of stumps  
# interaction depth - number of splits it has to perform on a tree (starting from a single node)  
# shrinkage is used for reducing, or shrinking the impact of each additional fitted base-learner(tree)  
# c.v. folds - cross validation folds  
# n.cores will use all cores by default  
# verbose - after every tree/stump it is going to show the error and how it is changing  
  
cartest$pred <- predict(gbm.fit, cartest, type = "response")

## Using 500 trees...

# we have to put type="response" just like in logistic regression else we will have log odds  
  
table(cartest$Transport\_Car,cartest$pred>0.5)

##   
## FALSE  
## 0 126  
## 1 12

(126+0)/nrow(cartest)

## [1] 0.9130435

# This model using the gbm boost has done a very good fit of correctly predicting all the 0s. So a 100% correct prediction  
# But when it comes to predicting the employees using car as a mode of transport, the model has not predicted any of it correctly, making all predictions as 0

Let us tweak the gbm fit a little to get the best fit. Since XGBoost works with matrices that contain all numeric variables, we are unable to deplot the same with our data. Moreover, our data is quie small having only 417 observations and the model does not take a lot of time to fit the model to our data. Hence the Gradient Boost Model would suit best for this data.

### 3.7.2 GBM model 2

# GBM model 2  
  
gbm.fit2 <- gbm(  
 formula = Transport\_Car ~ .,  
 distribution = "bernoulli",  
 data = cartrain,  
 n.trees = 1000,   
 interaction.depth = 1,  
 shrinkage = 0.001,  
 cv.folds = 5,  
 n.cores = NULL,   
 verbose = FALSE  
)   
  
# for the above, we are increasing the n.trees to 1000. Thus the model will be build using 100 trees  
  
# Let us test it on our validation set  
cartest$pred <- predict(gbm.fit2, cartest, type = "response")

## Using 1000 trees...

table(cartest$Transport\_Car,cartest$pred>0.5)

##   
## FALSE TRUE  
## 0 126 0  
## 1 3 9

(126+9)/nrow(cartest)

## [1] 0.9782609

# This model has got better than the last one  
# In this fit, we still find that the model has correctly predicted the false values a 100% correctly  
# And also a better identification (75%) of the true values of employees using car as a commute   
# And this gives an accuracy of 97.83% which is much better than our last model with 91.3%

### 3.7.3 GBM model 3

# Let us now keep the n.trees as 1000 ,the same as last model   
# Now we tweak the learning rate to 0.01 keeping the rest same as our last model  
# Let us do our 3rd gbm fit on the training set  
   
gbm.fit3 <- gbm(  
 formula = Transport\_Car ~ .,  
 distribution = "bernoulli",  
 data = cartrain,  
 n.trees = 1000,   
 interaction.depth = 1,  
 shrinkage = 0.01,  
 cv.folds = 5,  
 n.cores = NULL,   
 verbose = FALSE  
)  
  
# Let us test it on our validation set  
cartest$pred <- predict(gbm.fit3, cartest, type = "response")

## Using 566 trees...

# Accuracy - confusion matrix  
table(cartest$Transport\_Car,cartest$pred>0.5)

##   
## FALSE TRUE  
## 0 126 0  
## 1 1 11

(126+11)/nrow(cartest)

## [1] 0.9927536

# This is the best fit tht could be for the data, as this gives an accuracy of 99.28%  
# Firstly, it has correctly predicted all the 0s which is the employees who do not use car as their commute  
# Secondly, this model has almost predicted all the employees who choose to use car as their commute, leaving out just one

# 4. Actionable Insights and Recommendations

From all the above conducted models, we can say that there has been a huge improvement on the model effeciency. While before constructing a model, we can assume that even with no model built, we can be 91% accuracte of our findings because we were presentee with an unbalanced data, that gave more than 90% information about the employees who chose not to travel by car. While our problem statement required us to predict the employees who will use car as their mode of transport.

* The first problem we had was that the data was **unbalanced** with only less than 10% of the target class. Hence we used SMOTE for our data, which undersampled our majority class to roughly 72% and our minority class (target) But we did not see a huge improvement in the logistic regression model on the smoted data. The accuracies almost remained the same for the logistic model on the imbalanced and the smote data. Hence that did not help.
* We conducted models using 3 algorithms. Logistic regression, K Nearest Neighbour and Naive Bayes. Out of which, logistic regression performed well followed by KNN. But the Naive Bayes model failed in its purpose becasue it did not predict the employees who actually use cars as their mode of commute. Though it had a very good accuracy of correctly predicting the employees who did not use cars
* Upon EDA, we found that there was multicollinearity as variables such as age, work experience and salary were very much related to each other and had a positive correlation. We also found that most of the people with a higher age, experience and salary chose to travel by cars. This may be because, the growth is positively correlated to affordability. It may also be that the seniority has some status issues and the reason why the senior people chose to travel by cars. This also explains why a lot of young employees (in work experience as well) chose two wheelers or public transport
* We also figured a reason why most of them chose to travel by public transport as most of them did not own a license. And we can also say it was women with lesser percentage of licence (roughly 6%) than the men (26.3%)
* The data in itself is a small one and a larger data set would help. This is because the target was not well achieved as the model could not be well trained with just limited amount of data on the target (predicting the number of employees who will use car needs data that actually has enough number of entries that have people using cars to facilitate in training the model).